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Csc344 Problem Set:  
Memory management / Perspectives on Rust 

 
Task 1: The Runtime Stack and the Heap 

 

The Runtime Stack and the Heap 

When writing software, understanding the behavior of the runtime stack and heap is essential. The runtime 

stack and heap are both memory regions used by programs to store data during execution. However, the 

way in which they are used and accessed is different. In this essay,  a conceptual description of the runtime 

stack and the heap will be provided, in addition to their differences, and why it is important to know them. 

The runtime stack is a data structure that stores information about function calls and their variables. Each 

function call creates a new frame on the stack, which contains local variables, function arguments, and the 

return address. The stack operates on a last-in-first-out (LIFO) basis, meaning that the last item added to 

the stack is the first one to be removed. The runtime stack is limited in size and has a fixed memory 

allocation, which means that programs that exceed the available stack space will cause a stack overflow 

error. Understanding the runtime stack is crucial for developing efficient recursive algorithms and avoiding 

stack overflow errors. 

In contrast, the heap is an area of memory used for dynamic memory allocation. Unlike the runtime stack, 

the heap has no predetermined size and can grow or shrink dynamically as needed. When a program requests 

memory from the heap, the operating system finds a suitable block of memory and returns its address to the 

program. The program can then use this memory for any purpose, such as storing data structures or objects. 

However, the dynamic nature of the heap means that developers must manage the allocation and 

deallocation of memory carefully to prevent memory leaks and dangling pointers. Understanding the heap 

is crucial for developing applications that use dynamic memory allocation effectively. 
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Task 2: Explicit Memory Allocation/Deallocation vs Garbage Collection 
 

Explicit Memory Allocation/Deallocation vs Garbage Collection 

Memory management is a critical aspect of software development that can significantly impact the 

efficiency, reliability, and security of software. Two common approaches to memory management are 

explicit allocation/deallocation and garbage collection. Explicit allocation/deallocation requires the 

programmer to manually allocate and deallocate memory, while garbage collection is an automated process 

that manages memory on behalf of the programmer. 

Explicit allocation/deallocation is a memory management technique that is commonly used in low-level 

programming languages like C and C++. In explicit memory management, the programmer is responsible 

for requesting a block of memory from the operating system and releasing it when it is no longer needed. 

While this technique provides fine-grained control over memory usage, it is error-prone and can lead to 

bugs such as memory leaks, dangling pointers, and buffer overflows. 

In contrast, garbage collection is an automated process that frees memory that is no longer in use by the 

program. Garbage collection can be performed using various algorithms such as mark and sweep, reference 

counting, and generational garbage collection. Garbage collection is commonly used in high-level 

programming languages such as Java, Python, and Ruby. While garbage collection reduces the likelihood 

of memory-related errors and makes programming more comfortable, it can introduce performance 

overhead and is not suitable for real-time or low-latency systems. 
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Task 3: Rust: Memory Management 
 

1. We declare variables within a certain scope, like a for-loop or a function definition. When that 

block of code ends, the variable is out of scope. We can no longer access it. (In a language like 

Python, this is actually not the case!) 

2. Another important thing to understand about primitive types is that we can copy them. 

3. The j variable is a full copy. Changing the value of i doesn't change the value of j. 

4. But string literals don't give us a complete string type. They have a fixed size. So even if we declare 

them as mutable, we can't do certain operations like append another string. 

5. What's cool is that once our string does go out of scope, Rust handles cleaning up the heap memory 

for it! We don't need to call delete as we would in C++. 

6. When s1 and s2 go out of scope, Rust will call drop on both of them. And they will free the same 

memory! This kind of "double delete" is a big problem that can crash your program and cause 

security problems. 

7. Deep copies are often much more expensive than the programmer intends. 

8. Memory can only have one owner. 

9. Like in C++, we can pass a variable by reference. We use the ampersand operator (&) for this. It 

allows another function to "borrow" ownership, rather than "taking" ownership. When it's done, 

the original reference will still be valid. 

10. You can only have a single mutable reference to a variable at a time! Otherwise your code won't 

compile!  

 

 
 
 
 
 
 
 



CSC344 PL_Rust_MM_Assignment Mhan Hein Khant 

 4/30/2023  page 4 

Task 4: Paper Review: Secure Pl Adoption and Rust 
 
"Benefits and Drawbacks of Adopting a Secure Programming Language: Rust as a Case Study" is quite the 

informative piece of literature, especially for computer science students. This is because it examines the 

advantages and disadvantages of using Rust as a secure programming language, with a focus on its potential 

in game development, networking, and systems programming. 

The paper's case study approach presents practical examples of Rust's benefits and drawbacks, making it a 

helpful resource for students evaluating the adoption of Rust as a career path. The paper also highlights the 

challenges of learning a new programming language and the advantages of Rust's performance, which can 

help graduates make informed decisions about their career paths. The paper's focus on Rust's performance 

advantages and challenges also offers helpful information for students evaluating their career paths. 

In conclusion, "Benefits and Drawbacks of Adopting a Secure Programming Language: Rust as a Case 

Study" is a concise and informative paper that offers valuable insights into Rust's potential as a secure 

programming language. As the job market continues to demand secure programming skills, the paper 

provides practical examples of Rust's adoption and career prospects in various sectors.  

 

 
 


